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8. **Introdução**

Este relatório se refere ao segundo trabalho prático da disciplina Programação Orientada a Objetos, realizado durante o período 21.1, cujo objetivo consiste na implementação de uma corretora de imóveis em Java com interface gráfica.

As etapas do desenvolvimento serão explicadas em detalhes adiante e o trabalho pode ser visualizado no repositório do *Github* a partir do link https://github.com/augustofgui/grupo-21.1

1. ***toString()* e *toWrite()***

De forma análoga à sobrecarga do operador *cout* da linguagem C++, utilizamos o

*override* do método *toString()* para imprimir as informações de cada imóvel (incluindo as particulares) conforme o modelo enunciado no trabalho. Seguimos uma abordagem praticamente idêntica para gravar os dados de uma coleção em memória secundária e implementamos o método *toWrite()*.

@Override

public String toWrite**()** **{**

**return** "casa;" **+** **this.**getValor**()** **+** ";" **+** **this.**getProprietario**()** **+** ";" **+** **this.**getRua**()** **+** ";"

**+** **this.**getBairro**()** **+** ";" **+** **this.**getCidade**()** **+** ";" **+** **this.**getNumero**()** **+** ";" **+** **this.**getQuartos**()**

**+** ";" **+** **this.**getBanheiros**()** **+** ";" **+** **this.**getAndares**()** **+** ";"

**+** booleanToInt**(this.**isSala\_jantar**())** **+** ";\n"**;**

**}**

@Override

public String toString**()** **{**

**return** " Proprietário: " **+** **this.**getProprietario**()** **+** "\nValor: " **+** **this.**getValor**()**

**+** "\nNúmero de quartos: " **+** **this.**getQuartos**()** **+** "\nRua: " **+** **this.**getRua**()** **+**

"\nBairro: " **+** **this.**getBairro**()** **+** "\nCidade: " **+** **this.**getCidade**()** **+** "\nAndares: " **+** **this.**getAndares**()** **+** "\n"**;**

**}**

1. **Leitura do arquivo e *array list* polimórfico de objetos**

Estabelecemos que o arquivo de imóveis seria selecionado manualmente pelo usuário através da interface gráfica para eliminar problemas de diretório no momento da execução do programa. A partir disso, criamos um Scanner e utilizamos as funções de *hasNextLine()* e *nextLine()* para realizar a navegação no arquivo e a função *split()* para separar os dados de cada linha a partir do divisor “;”. Após a leitura e separação das informações, criamos um objeto de acordo com o conteúdo do índice zero do vetor de *strings* que determina o tipo do imóvel (casa, apartamento ou chácara), inserimos os dados a partir do construtor do objeto e, por fim, inserimos o objeto em um *ArrayList<Imovel>* polimórfico.

Scanner txt **=** **new** Scanner**(**database\_imoveis**);**

**while** **(**txt**.**hasNextLine**())** **{**

String imovel **=** txt**.**nextLine**();**

String**[]** data **=** imovel**.**split**(**";"**);**

**if** **(**data**[**0**].**equals**(**"casa"**))**

imoveisArquivo**.**add**(new** Casa**(...));**

**else** **if** **(**data**[**0**].**equals**(**"apartamento"**))**

imoveisArquivo**.**add**(new** Apartamento**(...));**

**else** **if** **(**data**[**0**].**equals**(**"chacara"**))**

imoveisArquivo**.**add**(new** Chacara**(...));**

**else**

System**.**out**.**println**(**"ERRO : Imóvel inválido.\n"**);**

**}**

txt**.**close**();**

**}** **catch** **(**FileNotFoundException e**)** **{**

System**.**out**.**println**(**"ERRO : Arquivo não encontrado.\n"**);**

e**.**printStackTrace**();**

**}**

**return** imoveisArquivo**;**

**}**

1. **Registro da coleção em memória secundária**

Utilizamos o método *toWrite()* para formatar a *string* seguindo o modelo do arquivo *database\_imoveis.txt*. Em seguida, criamos um *FileWriter* e iteramos sobre a coleção a ser salva.

public static void salvarColecao**(**ArrayList**<**Imovel**>** imoveis**)** **{**

**try** **{**

FileWriter colecao **=** **new** FileWriter**(**"colecao\_imoveis.txt"**);**

**for** **(**Imovel imovel **:** imoveis**)**

colecao**.**write**(**imovel**.**toWrite**());**

colecao**.**close**();**

System**.**out**.**println**(**"Coleção salva em colecao\_imoveis.txt!"**);**

**}** **catch** **(**IOException e**)** **{**

System**.**out**.**println**(**"ERRO : I/O."**);**

e**.**printStackTrace**();**

**}**

**}**

1. **Comparação entre objetos**

Implementamos a interface *Java Comparable* na classe base para viabilizar a comparação de objetos a partir do atributo *valor* e ordená-los. Ademais, implementamos também o método *compareTo* e, dessa forma, para realizar a ordenação, basta invocar o método *Collections.sort()* da classe *java.util.Collections*.

1. **Busca por atributos**

public int compareTo**(**Imovel imovel**)**

**{**

**return** Float**.**compare**(this.**getValor**(),** imovel**.**getValor**());**

**}**

Todas as funções de busca por atributos seguem um mesmo padrão. Iteramos sobre a coleção e, caso a condição se satisfaça, o objeto é inserido em uma nova coleção e retornado pela função. Para comparar atributos numéricos utilizamos operadores aritméticos e para comparar *strings* utilizamos a função *equals()*. Segue um exemplo que realiza a busca por proprietário.

public static ArrayList**<**Imovel**>** buscarProprietario**(**ArrayList**<**Imovel**>** imoveis**,** String proprietario**)** **{**

ArrayList**<**Imovel**>** resultado **=** **new** ArrayList**<**Imovel**>();**

**for** **(**Imovel imovel **:** imoveis**)** **{**

**if** **(**imovel**.**getProprietario**().**equals**(**proprietario**))**

resultado**.**add**(**imovel**);**

**}**

1. **Busca por tipo de objeto**

Utilizamos o operador instanceof para identificar a natureza do objeto pertencente à lista polimórfica e adicioná-lo a uma nova coleção selecionada que é retornada pela função.

**switch** **(**tipo\_imovel**)** **{**

**case** 1**:**

**for** **(**Imovel imovel **:** imoveis**)** **{**

**if** **(**imovel instanceof Casa**)**

resultado**.**add**(**imovel**);**

**}**

**break;**

**case** 2**:**

**for** **(**Imovel imovel **:** imoveis**)** **{**

**if** **(**imovel instanceof Apartamento**)**

resultado**.**add**(**imovel**);**

**}**

**break;**

**case** 3**:**

**for** **(**Imovel imovel **:** imoveis**)** **{**

**if** **(**imovel instanceof Chacara**)**

resultado**.**add**(**imovel**);**

**}**

**break;**

**}**